THE STATE OF THE ART IN AGILE SOFTWARE DEVELOPMENT
“A point of view for the financial services sector”
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**EXECUTIVE SUMMARY**

For a bank or an insurance institution, technology is “the” business. Now, more than ever, customers expect intuitive user interactions in real-time, anywhere, and on any device, every time they communicate with a financial institution. To address rising customer expectations and ever-growing competition from digital-native firms and FinTech start-ups, financial institutions must increase their digital maturity. They “must be able to nimbly plug-and-play new services and components (into their operations) to meet changing customer demands, and the new skills and mindsets required.”

For many companies, the move towards becoming a technology business is a long and complex journey. After all, it requires significant changes to the existing IT landscape. The IT portfolio of a thriving technology business must be lightweight, easy to use, and built on top of cloud-native capabilities - predicting and adapting to ever-changing demands and requirements. However, we understand that applying a new application blueprint is far from straightforward. Apart from FinTech startups, older technologies are a common feature in the core systems of most companies.

This means that digitally mature financial institutions must have a state-of-the-art software development life cycle that is fully integrating with their business, covering not just technology, but also people and process-related aspects.

There are three key characteristics to consider if this is to work:

1. **People**
   - Align engineering teams to value streams, focused on client product delivery
   - Embrace open- and business-first-connected policies
   - Take all business, technology, innovation, and collaboration skills into account

2. **Process**
   - Create and operate a business- and technology-connected life cycle
   - Establish an integrated end-to-end process covering everything from strategy to operations
   - Ensure all quality- and compliance-related aspects at any point

3. **Technologies**
   - Create centers of excellence that can understand the impact of new technologies and how they can be leveraged to improve product feature velocity and quality
   - Make use of DevOps, DevSecOps, and Continuous Integration / Continuous Development (CI/CD) approaches
   - Address legacy systems through rationalization and reducing the technical debt

This point of view paper, created by Capgemini’s specialists, will detail the key elements of a sustainable and scaled agile software development life cycle (SDLC) focused on the financial sector. We hope the insights in this point of view paper help you to drive technology business transformation in your own organization.

©2021 Capgemini
2.1 EMPOWERMENT

Scaling agile successfully requires a high-trust environment. By empowering teams to make decisions independently, without centralized approvals, we simplify governance, foster experimentation, innovation, and reduce delays through better product development flow and throughput. The delegation of decision-making occurs only when the team knows what its responsibilities are. Therefore, agile teams in market-leading organizations make and deliver short-term commitments as increasing predictability is achieved when teams deliver on small, short-term feature commitments rather than long-duration requirements.

To maximize decentralized decision-making, agile market-leaders focus on:

- Gaining management support for distributed decision-making, based on predictable feature outcomes and a constant team capacity
- Communicating company strategies and values clearly and comprehensively
- Training employees so that they are comfortable taking on new responsibilities
- Training middle-management to gain the skills required in the new environment
- Extending trust to external vendors through agile contracts, making them partners in their journey towards agility

Scaling agile effectively does require some central authority to govern the transformation. The transformation will require the creation of a Center of Excellence (CoE) that includes cross-functional leaders who will be responsible for defining the vision, principles, framework, strategy, and overall success metrics. This CoE will help steer the organization in a common direction and drives cultural change.

The multidisciplinary teams in a CoE include not just developers and testers, but also security, legal, and compliance to foster conversations “early and often” found at Barclays. With a lot of industry regulation, it is critical to balance speed and control, as well as being sensitive to risk. Two years on from the program’s launch, Barclays has doubled its throughput and halved the time to market for new features.

Our research reveals that the CoE is responsible for:

- Design of the agile playbook tailored to the specific needs of the enterprise
- Setup and rollout of training to engineering teams in agile practices
- Creation of change agent networks to provide feedback from the field
- Design, on-boarding, and support of DevSecOps (CI/CID) pipelines across target technology stacks
- Displays leadership commitment and ambition to change ways of working
- Builds and houses the analytical capabilities to identify engineering best practice across the enterprise that can be harvested for institutional continuous improvement

Agile market leaders gauge transformation success by leveraging qualitative information and feedback. This ensures that their agile practices deliver value throughout the organization. To ensure this, it is important to identify the right people for the right roles when building an agile CoE within any organization. This process side-steps any potential pitfalls that arise from creating a new silo and enables the measuring of any actual impact the center is having within the organization.

Moving to agile ways of working involves people change; as our report titled “how to turn agile a company” outlines, it “is not turning a traditional company into a digital pure player but transform the way the company innovates and delivers products and services, to face its challenges in the digital market, in accordance with the company’s DNA”. From a software development perspective, this means focusing on empowerment, culture, and skills.
2.2 CULTURE

Innovation is critical if financial institutions want to stay competitive. Therefore, organizations must foster a culture of psychologically safe experimentation and collaboration to encourage innovation across their companies.

In the latest Capgemini Research Institute (CRI) report: Agile@Scale we discovered that 82% of agile market-leaders say culture and mindset are their biggest obstacles to scaling agile effectively. For example, a leading global bank executive noted: “People want their minimum viable product (MVP) to be such a huge product that they forget what MVP means.”

Culture and mindset are the biggest obstacles in scaling agile

The technical side of the transformation is not progressing at the desired pace, limiting autonomy, flexibility and productivity gains of delivery teams

Business objectives are not fully aligned with the intent of transformation

Senior leadership still expects traditional ways of reporting and risk management

Early productivity gains are not being sustained or replicated throughout the organisation

We see that while large financial institutions are also undergoing transformations, digitally-native financial startups hold on to existing products and application portfolios, most of which are still located on-premise. Product support is spread across loosely integrated teams, business units, and organizations. To turn a simple agile transformation into an agile market-leading strategy, organizations need to foster a culture of “psychological safety” and encourage a “fail fast” mindset.

It is critically important to empower team members when tackling many of these problems. But where do you start? Organizations need to have clearly defined cultural practices and business goals – with clear metrics to track the health of both if they want to overcome the challenge here. But to further enable a company-wide agile culture, organizations need to address the following areas:

- Enable longevity, so teams can better foster an agile culture
- Ensure teams are free from interpersonal risks
- Leverage collaborative tools and platforms to spread common practices quickly

Harvard Professor Amy Edmondson defines psychological safety as “a shared belief held by members of a team that the team is safe for interpersonal risk-taking.” A psychologically safe environment for team members is created when the surrounding organization provides the freedoms for teams to experiment and “fail fast.” There are various ways this can be achieved:

- Through long-living, multiskilled, product-aligned enterprise-wide DevOps teams implementing an agile approach
- Providing adequate innovation time each sprint for teams to explore new ideas and experiment with proofs of concept
- Establishing a virtual Andon cord that enables any member of the team to effectively stop the production line if they detect an underlying quality problem or way to improve efficiency
Long-existing teams are a well-known and proven practice in many agile delivery frameworks – it is one of the common and dominant practices in the agile way of working.

By equipping autonomous teams with self-service platforms, landing zones, and executable reference architectures, ensures that people are “doing the right thing, as it is the easy thing to do.” This delivers the control regulated organizations need to support autonomous teams, while still encouraging innovation daily.

Self-service platforms and landing zones with “built-in” security, governance, and quality, are typically cloud-hosted and are built and managed by a separate platform team – often described as the cloud foundation. The job of platform teams is to promote the use of standardized delivery platforms across different product teams so as to avoid them reinventing the wheel.

Mario Suykerbuyk, Eneco CIO, and Marjolein Holsboer, Capgemini Account Executive describe the cloud foundation as “a foundation for high-performance teams to deliver faster, higher-quality to their customers.”

MICROSOFT CASE
Microsoft was an early adopter of the platform team model, forming the One Engineering System (1ES) team in 2014. The 1ES team’s mandate was to empower every engineer in the company by standardizing the best tools available to them. The team has shared the lessons learned in this DevOps case study and their 5 steps to culture change whitepaper (Five Steps to Culture Change).

Another key part of the product and platform team model to drive a fail fast, learn, share, and accountable culture is the “InnerSource” (i.e. enterprise-shared source) pattern.

The book “Adopting InnerSource” defines this as: “A collaborative and empowering way of involving employees in making and implementing decisions throughout the corporation. It embodies a philosophy of human relations, an approach to rewards and motivations, and a loose, adaptable set of tools and practices.”

Open source is an efficient means of sharing solutions to avoid reinventing the wheel. InnerSourcing explains the concept of open source, but it focuses only on a company. Teams share it among themselves. Using this method reduces the security risks posed by malicious code coming from unknown origins and ensures that non-public code is only available to selected teams. Organizations with a large developer base are adopting InnerSource by following GitHub’s core tenets of InnerSource. This practice brings shared ownership, shared responsibility, and productive and collaborative culture to any organization.

A culture that emphasizes psychological safety and failure fast has a profound influence on the performance and innovation of a business. For regulated organizations, long-lived autonomous agile teams create an optimal culture for agile.

2.3 SKILLS
Since increasing the use of agile development capabilities during the mid-2000s, there has been a tremendous rise in team and individual employee expectations. Today’s complex landscapes require top talent to build and maintain applications. In the shift towards agile development models, the skills needed in software development spans wider than just translating specifications into machine code and focuses on building and maintaining skills that enable you to be an outstanding engineer.

Organizations are not only competing to attract new talent but must also create an environment where employees can themselves, further develop their skills. Three pillars are essential in overcoming this challenge:

- An engineering culture of development and growth: As software engineering is the key discipline for digital value creation, mastering this discipline is the foundation for success. It is the key to having employee growth and continuous development as a part of a company’s engineering culture.
- Technology-focus and strategy: A key capability of this new kind of software engineering organization is a fast and adaptive approach to technology evolution and skills development. This approach needs to balance freedom and technology alignment decisions to be successful.
- Team skills: Shifting perspective to teams as the unit for value creation will enable team leaders to make the most of everyone’s expertise.

An engineering culture of development and growth
For traditional software companies, software engineering excellence is a part of their DNA. This also applies to digitally native organizations, such as Spotify and Netflix. When Spotify shared its experiences on crafting its engineering culture in 2012, many saw it as a new agile framework and various companies tried to adopt this engineering model. However, several “so-called” Spotify implementations failed soon after they began. Growing an engineering culture takes time, and the most important factor here is the continuous learning of the entire organization.

OTTO, a popular German paper catalog retailer – and one of Amazon’s few competitors in Germany – successfully shifted into the digital area.
Technology focus and strategy

The number of available technologies to any organization is growing every day. The periodic table of DevOps alone highlights the incredible number of tools available in today’s market just for DevOps. These new tools and opportunities are also a challenge to organizations. Which tools are future-proof? How should organizations continuously adapt technological roadmaps? What skills should they develop or acquire?

One example of how companies are addressing this, is through the adoption of technology radars, to provide an overview of current technologies. They provide a clear indication of upcoming trends and new solutions, where the organization can jointly evaluate and adapt their technology roadmap if feasible. However, this needs to be a joint effort from the IT organization.

After all, adopting new technologies and embedding them into existing systems is a key objective for any organization’s architecture experts, while platform teams need to provide easy access to any identified technologies. Companies such as IKEA and Zalando are just two examples of how organizations can potentially define their technology roadmap to get the results they want.

Team skills

Team optimization comes from two important sets of team skills: balancing cross-functional expertise and self-organization – which must be monitored by the teams themselves. With growing product centricity, teams increasingly own the entire life cycle. This requires the ability to collaborate across teams and, of course, a deep specialization in the expertise needed to complete whatever is being worked on. Initially, this led to the T-shaped capability engineers, i.e. deep specialization in one discipline e.g. web development, and a general appreciation of other disciplines. However, with the shift to product centricity, team members are expected to understand at least two disciplines in detail that cover for example a build and run aspect. This has led to the development of “Pi shaped” engineers. In this model, an engineer has two deep skills, either web development and business domain expertise, or back-end development and operations monitoring. Pi-shaped capability development is today being practiced in a minority of enterprises but will become more widespread as the shift to product centricity in teams gains popularity.

There are several ways to optimize team structures across and along a software development lifecycle (SDLC): DoJos, Chapters, and Guilds are two examples:

- **DoJos** provide an immersive environment for teams to practice lean, agile, and DevOps methodologies through timebound challenges in a dedicated space (in Japan, dojos are training or education halls). Technical coaches work with teams to help them learn and refine their craft. Capital One adopted the DoJo framework to share insights and expand its DevOps initiative.

- **Chapters and Guilds** are an evolution of the communities of practice concept and provide a way of building cross-team collaboration and best practice sharing. Chapters bring together members across teams within a particular product domain that can share expertise related to that product. Guilds are enterprise-wide and often focused on specific skill areas such as Testing, digital engineering, data analytics, etc.

In an agile transformation, the technical skills of the individual are important for the development of new products or services – but team skill sets are also extremely important if organizations want to realize the promise of a truly agile company. Learning and development should be a cornerstone of any organization’s culture to ensure we offer individuals and teams the necessary platforms and channels for more learning. Finally, making technological roadmaps visible to the organization will both guide skills development in-house and help connect employees in an empowering way.
3.1 A BUSINESS- AND TECHNOLOGY-CONNECTED LIFE CYCLE

When designing a race car, two principles are crucially important to the design team: firstly, it should weigh as little as possible to maximize the power to weight ratio, and secondly, its surfaces must be extremely aerodynamic to reduce drag and friction to an absolute minimum. It may be surprising to learn that the very same principles apply to the design of highly agile organizations and, more importantly, the connection across different parts of the enterprise.

Let’s first look at the weight principle. Historically, organizations built a “Big is Best” mindset into software. Waterfall life cycle teams typically had large, distinct silos for business analysis, development, testing, release, and maintenance. Requirements were also big to justify the major investments needed – and would easily run to hundreds of pages of documentation. Even the duration of the project was big, with average build times exceeding 12 months before the business would see the results of that investment. With time, however, this big-centric mindset has started to lose its attraction. Agile has provided a rationale that explains why “small” is far more appropriate to today’s rapidly changing business needs. Lloyds Banking Group began its Agile transformation in 2014 with a focus on 10 key customer journeys. It found that – faster software development and delivery cycles dramatically improved the time to move from idea to prototype. In 2018, more than 50 customer journeys underwent transformation.

Today, teams consist of no more than 7-9 engineers (often called pizza teams). Requirements are gathered regularly and typically can be fulfilled in less than a week. Even investments are reducing in size – annualized planning typically resulting in large capex (capital expenditure) budgets, are now allocated to smaller continuous delivery projects that shift funding to an opex (operational expenditure) model instead of capex.

This can be a little daunting, but the good news is that we can do this in various ways. We can coach the requirement owners (or product owners) to consider the smallest requirements for testing. For example, is it necessary to specify all the business rules for the entire transaction from end-to-end or can we divide the transaction flow into separate smaller tests – smaller tests such as login validation, bank balance validation, address validation, etc.? If necessary, we can also focus on reviewing an entirely new business product design. For this process, we can specialize coaching and training in minimal viable product (MVP) design for business communities. However, it’s important to understand that there is rarely just one solution here – a combination of solutions works just as well. We might deploy a combination to address a wider business community.

We are just starting to address the new domain of large financial services organizations with the adaptation of financial processes to support scaled agile ways of working. We align the IT funding cycle with old project-based annualized budgets. However, given the significant changes that can impact markets with little warning, such an approach quickly becomes untenable. As a result, businesses need to have the ability to reprioritize IT funding without losing the work they have already done whenever market changes occur. To support this dynamic approach, we see increased adoption of lean portfolio funding methods, which agree on budgets according to delivery capacity, generated business value, and a much shorter return of investment (ROI) horizon.
As agile adoption increases, the challenge of steering the different moving parts towards an overall goal and destination becomes paramount. Scaled agile approaches have grown over the past year, with the Scaled Agile Framework (SAFe) pre-eminent amongst them. Through a set of disciplined techniques and organizing principles, we orchestrate the work items of many agile teams which enables dependencies between teams to be quickly identified and managed. Such techniques include:

- Program increment planning to align business goals and team plans at the start of a set of sprints to the outcomes, dependencies, and critical milestones you expect. We align everything between agile teams
- By aligning value stream structuring with agile “release trains” we bring teams together into a cohesive organization to deliver features associated with a specific value stream or product area
- Additional governance roles including release train engineers to ensure that teams are regularly synchronized to maximize velocity and avoid conflicts.

Just remember, having a light car will still not win any races, as it might be the slowest in the field. What is critical is that it can reduce drag and remove unnecessary friction to remain competitive. Looking back at the traditional life cycle methods and the related structure of IT and business teams, it is perhaps not surprising that waterfall projects had long duration times. There could be significant frictions caused by hand-offs and delays between business and analysts, which could lead to conflicts over development, testing, design execution, and production topics.

An organizational shift is occurring to align product-centric teams with specific value streams. The example shown (diagram 7) describes the situation for a credit card company where business and IT have been vertically integrated through specific business products and customer journeys. Complementing these teams are component teams that are responsible for common technology architectural components such as cross line of business (LoB) platforms e.g., finance. Over time, architectural changes can reduce the need for heavy component teams by abstracting out business functionality to a more dynamic microservices layer. This will align it with the product needs of specific LoB’s.

We can now enable the delivery of faster time to market and client product-centricity, by structuring transformation programs to address agile approaches at scale – rethinking the IT funding paradigm, and shifting to the outcome, accountability-based supplier models.

### 3.2 END TO END AUTOMATION

Leading agile organizations are leveraging Development and Operations (DevOps)-related automation wherever possible as those who automate processes are extensively outperforming their competition. They reduce time spent on repetitive work, freeing teams to focus on generating business value and providing innovations. Automation is a continuous focus for DevOps teams, and failing to automate remains a long-term barrier to achieving the benefits of DevOps.

In an online survey of 415 IT executives, we found that

- 75% say automation has led to increased revenue for the business.
- 76% say the same about overall profitability.
- 86% say automation has helped to improve the customer experience.
- 84% say their company’s agility has improved.
- Another 75% have been able to use automation for business model innovation.
Standardization is a key success criterion for automation to be effective. When teams are leveraging DevOps automation tactics – such as everything-as-code – there should be a standardization of the base reference architecture around common cloud infrastructures and application patterns. Multiple teams in the organization can then reuse common tools (for example automation scripts), which moves these reference architectures from Visio diagrams and Word documents into reusable code templates to accelerate widespread adoption – while also bringing automation to the next level.

However, standardization is not the only thing needed to make automation dreams a reality. We must design existing, new systems, and applications for automation too. A system with many very tight dependencies can be complex to automate, while small independent components are much easier to automate.

The evolution of automation at Google describes the evolution of automation (Using a Database as an example) as following a path.

Automation at Google has become so-called “Site Reliability Engineering (SRE).” With SRE, Google optimizes large cloud-based systems in production, with a very strong focus on automation and a principle which states that team members should work 50% of their time on automation – making the system more reliable.

We don’t only apply DevOps-related automation practices in the areas of continuous integration and continuous deployment. DevOps toolchains play an important role in their automated CI/CD workflow capabilities. But, every aspect of a team activity, and the context the teams operate in, is a potential target for automation. We group DevOps-related automation practices into the following areas:
Pipelines need to address the full end-to-end nature of the software life cycle. To understand what areas we must automate, we need a value stream analysis (also called a Muda assessment). Muda translates roughly as waste and refers to the inefficiencies within processes which you can seek to reduce or eliminate. This assessment walks through the life cycle with client SME’s identifying which parts are currently automated (from requirements engineering through to product deployment) and identifies what is the typical cycle time, wait time, and non-value-add time for each step. This provides a very clear graphical view of where to focus automation first and what benefits we can likely gain.

One area of attention that typically relates to the security part of DevSecOps is security testing. It is still a largely manual process and is often done with a team that is not part of the engineering teams. This can create lags and reduces velocity.

“You can lead a horse to water, but you can’t make it drink” as the saying goes. This means that having the best pipeline in the world does not guarantee its use. Therefore, it’s critical to invest in an appropriate support structure to help teams onboard themselves into the necessary pipelines.

3.3 QUALITY, SECURITY, AND COMPLIANCE

Quality, security, and compliance are important challenges to most organizations, but to the financial sector, a failure in meeting quality and security standards can have severe consequences. At the same time, the digital landscape requires more frequent deployments, an increasing number of services and deployments, changing regulations, and heightened customer expectations. Among the market leaders in the agile transformation, we see that the effort to ensure quality, security, and compliance continuously affects both the organizational mindset, while leveraging state-of-the-art practices and tools.

Not knowing or understanding organizational goals towards quality, security, and compliance is one of the first and most important challenges organizations need to solve.

To ensure quality and security compliance, all agile teams need to understand a certain aspect of the complex web of local-, global- and industry-specific regulations in their constantly shifting DevOps environment.

In traditional organizations, the proof that the system is delivering and complying with what you expect through dedicated teams. However, multiple teams in DevOps can provide input, implementation, and proof. As a result, everyone from the individual to the organizational level needs to have an adequate understanding of compliance, security, and quality. Clear policies and a clear strategy, together with a good understanding of the rules must be set by the whole organization. This not only requires a “shift left” approach across the entire DevOps team, i.e., that teams should focus on quality and problem prevention – it must also go as high as the boardroom, where quality must be an item on the Board agenda consistently.

Enterprise-scale consistency is a quality challenge. Organizations could have hundreds of developers working in self-organizing teams, so it is important to have consistent implementation practices across the IT landscape. Almost all enterprises leverage reference architectures with best-practice guidance for how to build and run applications, in addition to how to incorporate governance and security. One of the more mature governance practices is to make this reference architecture executable via template sets, scripts, and tools, and to move the reference architectures beyond Visio diagrams and Word documents into code. We can achieve this by combining it with DevOps tools such as infrastructure-as-code and configuration-as-code.

We refer to observability as the measure of how well we can infer the internal states of a system from knowledge of its external outputs. In control theory, the observability and controllability of a linear system are mathematical duals that are key to the success of enterprises. This is particularly true for highly regulated industries like the financial sector. Observability not only enables quality and performance measurement, but also enables them to report on it – creating the feedback loops that enable organizations to learn, improve, and optimize all their processes and technology. Enterprise-scale concerns such as quality, security, and compliance are moving from an “audit model” to a “continuous model,” the same as the CI/CD model has transformed the software development landscape. We continuously assess quality, compare them to standards and baselines, and ensure the correction of deviations either via automation, or direct human intervention.
Financial Institutions have recently seen significant traction around open banking, intelligent insurer, core transformation, data estate modernization and more recently digital assets & currencies and technology are at the heart of this transformation. In our annual TechnoVision trend series, we outlined 37 key technology trends that are most relevant to financial institutions and related to state-of-the-art software development several key technology enablers are key: microservices, infrastructure, and automation.

4.1 MICROSERVICES, INFRASTRUCTURE, AUTOMATION & ARCHITECTURE

Microservices for more agility

Over the years we have seen several distinct software development patterns; the monolithic approach, most prevalent in the 1980s and 1990s, followed by the service-oriented pattern between 2000-2010. However, many follow a new software pattern today: microservices.

Many view Microservices architecture as a marriage between component-oriented architecture and service-oriented architecture (SOA). “Software as a suite” (Read “software as everything”) has many small business components with very specific business-domain responsibilities. And the interface to the outside world through an application program interface (API) of clearly defined services.

One area where microservices depart radically from SOA is in its services’ ownership model. With microservices, only a single team or person will develop and change the code for a given service – Netflix is one organization that leverages this approach. The reason microservices has taken off is wholly down to it being a realization of many aspects of Eric Evans’ Domain-Driven Design – enabling independent, small teams to create and maintain services.

These concepts are key for the financial services industry and will continue to be so in the future – due to continuously shifting end-client demands.
Invisible infrastructure

Following these design principles leads to a microservices-based architectural style; however, to develop and implement microservices-based applications, we must cover other aspects. What is important, from an infrastructure perspective, is that microservices-based applications demand a “utility-based” approach where infrastructure is “invisible” to the requesting microservice.

Utility-based infrastructure service delivery refers to the packaging of infrastructure resources, such as computation, storage, and data transport. We can apply this to metered services such as traditional public utilities e.g., electricity, water, natural gas, and the telephone network. In other words – a utility infrastructure service is a metered service supplied through a shared infrastructure, with separated services– therefore supporting the design principles defined above.

In our 2019 issued digital master report, we noted that “58% of the insurance sector’s digital masters have migrated their legacy IT systems to cloud-based applications, compared to an average of 35% in non-financial services organizations”. Modernizing by leveraging cloud-based capabilities can help with addressing and ultimately reducing existing technical debt.

“One benefit of adopting a cloud management platform has, of course, been cost reduction. But it’s also helped improve our image within the company. We provide the platform, and our customers can directly provide the infrastructure. Now SILCA is viewed as a mature subsidiary able to provide internal customers with a mature cloud solution”. 2018, Philippe Sersot Deputy Chief Executive Officer, CA-SILCA (the IT subsidiary of the Crédit Agricole (Group)).

With an infrastructure-as-code approach, it is possible to create, maintain, and operate (including deleting) the different environments for development and implementation (e.g., development, test, user acceptance, and training environments). This can happen unintentionally through automation.

Moving beyond automation

Automating cloud and infrastructure has huge benefits, but what if it could be made even smarter by leveraging AI and AIOps. For example, a Fortune 500 US bank found that increasing the use of AIOps could achieve almost 100% up-time. By measuring this in seconds, rather than hours, you can see customer retention during a period of a high volume of change.
Agile Architecture

Agile architecture is the art of designing and delivering the “right” solution in such a way that it can respond to change in an uncertain environment in an uncertain context.

Being able to respond to change means that we no longer must create a Big Design Up Front (BDUF) where we define and realize an architecture over a long period. Instead, the architecture design in an agile context:

- Provides the vision (intentional architecture) where the teams fit in with their (development) work,
- Gives the guard rails between which the agile teams make their own design decisions (emergent architecture),
- Shows where teams need to connect to ensure interoperability between systems/services (solution architecture),
- Guides generic services and tooling,
- Identifies design hot-spots upfront (e.g., specific to some demanding non-functional requirements) which need to be tested early in the development for example with proofs of concept.

Agile architecture should break up the solution into pieces of work that different teams can take further. Ideally, agile architecture also enables designing for testability, deployability, and releaseability.

To assist our 10,000 architects across the Capgemini Group working on agile architectures, we came up with the notion of JIT-JEA (just in time – just enough architecture). The idea is that the architect will work with the agile team(s) to deliver:

- Just good enough architecture
- Just good enough documentation
- Just in time and
- In iteration-size chunks

AIOps as implemented through tools such as MoogSoft and Splunk provides a highly effective approach for quickly identifying underlying production root causes and problems across the IT landscape. These platforms ingest data from many diverse sources including system log files, edge device logs, IT operations management platforms, problem ticket data, connected devices, network traffic data, and event monitoring and alert systems and using advanced machine learning algorithms, sifts, and filters the information to surface underlying patterns that enable production teams to identify the root cause more quickly. Combining this with automated workflows embedded in an enterprise’s ITSM platform allows shift-left automation of incident resolution to mature significantly.

AIOps collects and analyzes IT operations data, often in real-time, to improve observability, and continuously fix and improve IT operation performance. We can ingest data to drive AIOps, from many diverse sources including system log files, edge device logs, IT operations management platforms, problem ticket data, connected devices, network traffic data, and event monitoring and alert systems.

Automation provides significant benefits to financial services as it enables cost savings, increases speed, provides better customer experience, and ensures better regulatory compliance. However, with this much hype and buzz around it, it is easy to get carried away with this process. Therefore, organizations must understand that they need to be realistic in their expectations and accept that automation is not something that they can deploy overnight.
4.2 TECHNICAL DEBT

In 1992, Ward Cunningham coined the term “technical debt” in a report that drew an analogy between shipping the first release of a software product and incurring a level of debt. This implies that any necessary rework to optimize a code would result in an additional cost or a “debt,” which would grow over time. As with credit-card debt—which typically carries interest—if ignored, technical debt increases over time, accumulating interest on the principal sum and making it increasingly difficult to reduce. From an architectural perspective, technical debt could ultimately lead to “Ball of Mud” systems that encapsulate the consequence of carrying and building on this debt.

Technical debt, however, can also be a positive thing to incur, as sometimes developing and implementing something with a quick-and-dirty mindset might be the right thing to do. However, typically technical debt refers to clear limitations and risks which can include:

- Longer time-to-market and lack of business agility
- Development inefficiencies—lack of reuse, code replication, and poor documentation
- Increasing complexity
- Higher risk of security breaches
- Increased total cost of ownership (TCO)
- Brand impact—due to lower levels of service availability and resilience

Addressing technical debt can be more complex than it sounds; as we noted in our annual TechnoVision Trend series, “few organizations master the art of systematic application rationalization. Many IT experts know how to build new systems, few know how to decommission them.” One of the key challenges is to quantify how much technical debt an organization carries, since establishing the impact and attributing a value to the amount of debt is not straightforward. In a post, “Don’t let technical debt stop innovation” we suggested an approach to measuring technical debt.

Once the level of debt has been identified we can address it by rationalizing and modernizing the application landscape. And this requires the mindset of a specialized ‘tidying up guru.’ First, it’s a matter of commitment, aligning the need for “decluttering” throughout the organization and envisioning the benefits of what an adjusted and more flexible applications’ portfolio can bring.

To start any application rationalization and modernization project having a detailed and comprehensive understanding of the current landscape. Particularity with environments that have been running for many years, that are not subject to much change anymore, and which include older technologies (sometimes also referred to as legacy), developing a good enough understanding of the existing landscape is critical.

“Platformification”

Architecture as well as new platform technologies can hold the key to addressing technical debt. There are two approaches to building a platform. As outlined in our World Banking Report, 2020, a Greenfield and a Brownfield approach is possible. In a build context, a Greenfield approach is where a new platform is built and spun off from existing, traditional models. A brownfield approach, meanwhile, takes a different route as the approach enables organizations to transform their current pipeline model through significant legacy infrastructure enhancements and upgrades to IT capabilities.

In a Buy context, an organization can acquire the platforms it needs to modernize and, ultimately, address technical debt. Taking this approach accelerates the pace of change, but also comes with the potential for significant levels of resistance due to the level of change needed to ensure success.

There is no “single cause” that creates and subsequently grows technical debt. Therefore, any approach addressing technical debt must be multi-Faceted. On occasion, a “perfect storm” of events manifests itself to create a compelling reason to act.

4.3 WHERE TO NEXT WITH DEVOPS?

The founding philosophy behind DevOps embodies the principles of closer collaboration, transparent communications, small-batch iterations, feedback loops, continuous learning, and ongoing improvement. As an organization embraces agile and the new ways of working it brings, it must also embrace the cultural shifts associated with these new concepts.

A survey, as part of the State of DevOps Report 2020 by Puppet and Circlci, found that organizations could achieve greater success by adopting DevOps. They could “…enact deeper structural changes...” and support DevOps enablement.

Specifically, two areas of structural change are commonly focused on by these organizations. These are a platform-and product-focused approach to software delivery, in addition to applying DevOps principles to change management processes to ensure success.

Platform models and product-focused organizations provide capabilities that enable product teams and DevOps teams to better perform their roles and execute responsibilities. Furthermore, giving product end-to-end delivery responsibility for a feature or business outcome is a good delivery model when dealing with a few products. However, this model does not scale in large organizations that have hundreds of products. After all, large numbers of product teams, addressing similar problems, while evaluating technologies, integrating them, and maintaining valuable infrastructure can find it to be both inefficient and expensive to maintain.
We cannot achieve these capabilities easily, however. In our Global DevSecOps Insight Report 2020, we noted that highly mature organizations indicate that lack of time, lack of standardization, and onboarding remain their top challenges in realizing higher levels of maturity in DevOps and DevSecOps.

Considering you cannot add security to regulated industries like the financial sector after product development is complete, DevSecOps is becoming increasingly prevalent.

Two themes are gaining traction across the industry which suggest an evolution of DevOps (though many would argue that these are inherent in the original idea of DevOps)

1) Product Centricity – organizations are adopting product-centric teams which integrate fully business and IT teams across the entire business product lifecycle including product design, build, operations, etc. This is where teams are ultimately rewarded not (only) on the quality of the software, but the success of the business product in the marketplace

2) BizOps – a recent development that brings together the practices of agile, DevOps with the power of data analytics and full automation to enable teams and their product owners to better decide on product feature evolution and increase delivery velocity, through new automation solutions including no/lo-code, production self-diagnosis/heal, and security testing.

The transition towards an agile model and the process of implementing and scaling across the organization brings many challenges with it. Over the years Capgemini has observed the following hurdles when it comes to moving from a traditional and waterfall-based software development approach to an agile one:

**Lack of exec sponsorship**
- An agile implementation (which aims to transform an enterprise into becoming more agile) will require bottom-up and top-down engagement. Therefore, executive sponsorship is a must

**The starting point is undefined**
- An agile transformation is a major transformation program that has a start, an end, and a plan for getting from A to B. Not having a sufficient understanding of where the starting point for this transformation can impact a successful deployment

**Ignoring Brownfield/traditional approaches**
- Focusing on a cloud-native or Greenfield approach will support applications that only run on new technology – what about the apps that also have some traditional technology?

**Setting up a digital silo**
- It can be tempting to simply set up a separate digital unit that runs fully on agile; however, this develops a new silo that can impact and hamper wider adoption.

**Focusing on technology only; seeing agility = DevOps tool chain**
- Some organizations believe that to increase agility all they must do is deploy a CI/CD toolset or other DevOps-related aspects

**Ignoring organizational and governance change**
- Agility must impact the organizational structure – and not just how IT and the business work together, it must also consider how 3rd parties fit into the structure
In this paper, we have covered areas in the people, process, and technology domains that are crucial in improving the agile software development cycle. However, switching to an agile way of developing software must go together with an enterprise-wide move towards agile. To achieve this, we suggest considering the following key steps to ensure success:

**Prepare: Establish the agile development mandate**

- Organizations should establish an agile Center of Excellence (CoE) whose first task is to create the case for change and communicate the compelling reason for moving to agile across the enterprise. Ensure that not just the SDLC but also the architecture capability has “agility” built in as standard.

**Experiment: Start with customer-focused initiatives and scale gradually**

- Agile market leaders start small, but they start with the areas closest to the customer – either a flagship customer journey or customer service. In areas prone to agile ways of working, with a strong customer focus, you emphasize innovation and rapid action over perfectionism.

**Orient: Change culture by changing behaviors and developing Pi-shaped-skills**

- In our previous global research on digital transformation, Capgemini found that 82% of organizations cited “cultural issues as significant roadblocks to achieving their aim.” Enterprise-wide adoption of a new and agile culture requires a significant behavior change at all levels. Therefore, to create an agile culture, organizations need to engage, empower, and inspire employees in new ways of working.

**Govern: Link agile portfolio planning and operations with business strategy**

- Capgemini’s recent research on digital mastery found that around 68% of “digital masters” (those organizations with a high digital maturity) constantly look for innovations in their value chains and 65% test promising ideas quickly. This focus on innovation, speed, and the customer experience require organizations to reset the way they govern their strategic portfolios. These, in turn, we should be able to align this with a clear vision, objectives, roadmap, and overall organizational strategy.

**Accelerate: Modernize IT with DevOps, cloud, and microservices**

- Digital giants from Amazon to Google deploy software thousands of times a day. According to TechBeacon, they are “10 companies killing it at DevOps.” More than just digital-native companies require this sort of technical prowess – it is also critical to anyone operating in the experience economy. Walmart, for example, leverages DevOps to make 170,000 improvements to its software every month. This is not just about speed, it’s also about improved quality, lower failure rates, and more efficiency. To prepare for the new economic era – where new data and ecosystems will replace industry sectors, becoming the new currency – organizations need to modernize their monolithic systems if they want to enter new collaborations.

It is essential to take a simultaneous top-down and bottom-up approach to agile process implementation. Only then can you establish the right attitude for collaboration between senior management (which defines the culture of the whole organization) and lower hierarchies (which need to adapt to new ways of working). Along the way, board members must act as change agents and fully support these new ways of working, e.g., leading by example.

To make this journey a resounding success, we recommend starting small and celebrating initial successes before expanding this agile approach across any company.
Gartner predicts that, by the end of 2024, 75% of the organizations will shift from piloting to operationalizing artificial intelligence. In Financial Services, a rise in data volumes, an increasing need for cost-effective analytics to enable AI/ML, and influence critical business applications and the adherence to regulatory and compliance requirements further add to the challenges.

Artificial Intelligence is the broader concept of machines being able to carry out tasks in a way that we would consider “smart”. Machine Learning is the application of AI based around the idea that we should really just be able to give machines access to data and let them learn for themselves.

The strategies described below aim to help Financial Institutions address these challenges for ML teams driving innovation and IT teams providing the platforms and supporting production workloads:

1. Use Repositories for your models and features: Using central repositories to store ML models and features will increase agility and strengthen the governance of an organization. You must capture and store information related to ML workflows to meet audit and compliance requirements. With many ML models in production, a model registry will help organizations effectively manage models and related information and employ continuous integration, continuous delivery (CI/CD) practices.

2. Automate: Automating end-to-end workflows through CI/CD pipelines will enable faster iterations in ML development and reduce errors. Model builders often do not have the time and skills to create CI/CD pipelines, so you can introduce manual activities to the process which is error-prone and slows things down. Automating end-to-end ML workflows at scale helps Financial Services organizations rapidly build new models and evolve existing ones.

3. Use Consistent Tooling Across the Entire Lifecycle: Using tools from different vendors for different workflow stages hinders development. Maintaining the tools, integrating them, training teams, and ensuring security standards for tools create unnecessary overhead. Using a managed service that covers the end-to-end ML lifecycle, from data preparation to managing the production environments, will increase organizations’ ML adoption significantly.

4. Benefit from the Agility of the Cloud: AI/ML is an iterative process; a high degree of experimentation is needed to find the best solution for the business problem at hand. This involves experimenting with different technologies using different types of hardware, such as GPUs, which often leads to computational requirements that cannot be met by existing capacity. This adds additional complexity and cost to try and solve. Using the cloud for ML, financial services organizations can access ML technologies optimized for cloud, large-scale infrastructure, cost-efficient on-demand consumption models, and managed services that can scale easily with business needs.
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